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Abstract

There is general agreement in the industry that physically based modeling will become more and more prevalent in games of the future.  This paper presents the background for, and describes the design and implementation of the structurally recursive forward dynamics algorithm for articulated bodies as an extension to a game engine based on an object oriented scene manager (ISM).  The method allows for systems with kinematic loop constraints, which can be used to simulate mechanisms and special effects such as structural disintegration.  The dynamics uses the spatial vector notation of Featherstone, Lilly, Brandl, Roberson, and others.  A spring damper method is used to correct for the gradual drift in the constrained directions due to integrator error.  Optimizations include tuning the underlying linear algebra and matrix package, grouping matrix storage for efficient memory access on Intel platforms, multithreading for parallel behaviors, adaptive stepsize integrators, behavioral level of detail, and efficient collision detection based on the oriented bounding box (OBB) algorithm.
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Introduction

The mathematics developed by industrial robotics simulation work are finding applications in computer graphics for the realistic animation of virtual creatures.  In particular, the forward dynamics algorithms, which compute the motion of articulated bodies given the joint torque and external force inputs, offer a reasonably complete physical model for animation.  There are two important approaches to the solution of the forward dynamics problem.  The reduced or generalized coordinate approach (Featherstone, Brandl, Lilly, Orin, Lathrop) uses structural recursion to solve the problem in a reduced coordinate space such as the space of joint angles.  The maximal coordinate approach (Baraff) uses Lagrange multipliers to solve a constraint system in the 6 degree of freedom motion space.  Both methods yield O(n) algorithms.  The structurally recursive method is the most efficient in floating point operations but the Lagrange multiplier approach may offer better memory access locality and cache performance.  This paper provides a tutorial base for the physics involved in either approach, presents the structurally recursive algorithm and then describes a modular set of objects for constructing an articulated body and simulating its dynamics.  We deal with a set of rigid bodies connected by joints.  In the simple case where there are no closed loops of connected bodies the algorithm is quite simple.  The Brandl algorithm for the case with closed loops is also discussed and is considerably more complex.  A physical model of a steam engine having multiple loops is shown.  We discuss issues related to numerical integration, integrator drift, and performance optimizations.

Basic Concepts

The variables in dynamics are velocities, accelerations, forces and inertias.  Spatial vectors are used to represent these quantities.  Since multibody systems become quite complex, it is important to have a consistent and complete notation.  In particular the notation should always explicitly indicate the coordinate frame in which the variable is expressed (decomposed).

A rigid body i has a local coordinate frame i which is fixed in the body.  The geometry of the body is typically expressed in these local coordinates.  The center of mass is also expressed in frame i.  The body may experience angular and linear velocity and acceleration.  A rigid body in 3 dimensions has 6 degrees of freedom of motion, 3 angular and 3 linear.  We use spatial vector notation (Featherstone) to represent this motion.

1. Spatial Vectors

Spatial velocity is a column vector with 3 angular and 3 linear components.  The velocity of body i expressed in frame j is given by
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where ( is a vector specifying the axis of rotation.  The length of ( is radians per second.  The linear velocity ( is a vector specifying the direction of the velocity.  The length of ( is meters per second.

Spatial acceleration is a column vector with 3 angular and 3 linear components.  The acceleration of body i expressed in frame j is given by
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 EMBED Equation.2  

where ( is a vector specifying the axis of angular acceleration whose length is in radians per second2.  The linear acceleration a is a vector specifying the direction of the acceleration.  The length of a gives the amplitude of the acceleration in meters per second2.

Spatial force is also a column vector with 3 components of torque and 3 linear components.  The force on body i expressed in frame j is given by
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where ( is a vector specifying the axis about which the torque is applied.  The length of ( gives the amplitude of the torque in newton meters (kilogram meters2 per second2).   The linear force f is a vector specifying the direction of the force.  The length of f gives the amplitude of the force in kilogram meters per second2.

2. The cross operator ~

It is convenient to represent the cross product of 2 vectors in matrix equations where the cross product operation is separated from the vector it operates on.  The cross operator ~ is defined by  
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Notice that its transpose is its negation.  The development below will use this operator.  
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, is the spatial cross operator for spatial vectors
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3. Transforming Spatial Vectors

A spatial vector jfi expressed in coordinate frame j may be expressed in frame k by transforming the spatial vector by the 6x6 spatial transform matrix kCj given by
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where R is the 3x3 rotation matrix which transforms a vector expressed in frame j into a vector expressed in frame k, and r is a vector from the origin of frame j to frame k expressed in frame j.

To efficiently compute the product of two spatial transforms we have
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4. Inertia:  f = Ia

Newton’s second law can be written using spatial vectors for the force and acceleration.  The force on body i expressed in frame i is given by
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The inertia tensor is given by
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The mass of body i is mi and the vector in frame i to the center of mass of body i is si.  The mass, center of mass, and inertia tensor are all integral properties over the volume of the rigid body.  The algorithm by Lien and Kajiya is a robust method for computing these properties and thus for obtaining the inertia matrix Ii for a closed polyhedral object.

If frame i is aligned with the principal axis of the body then 

 is a diagonal matrix.  Given oI at the origin, cmI at the center of mass is given by
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For a rectangular volume with size x, y, z, centered at the origin 
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Force Applied at a Point

The spatial force ifi on body i expressed in frame i resulting from a linear force f applied along a line of force through point P in frame i is given by
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where r is the vector to P in frame i.  Recall that torque is the cross product of the offset vector and the force vector.

6. Gravity

The acceleration of gravity 0g in frame 0 (world coordinates) is the vector [0, -9.8 m/s2,0]T.  If iR0 is the 3x3 rotation matrix that transforms vectors to frame i, and si is the vector in frame i to the center of mass of body i, then the spatial force ifi due to gravity on body i expressed in frame i is given by
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An efficient method for computing gravity on an articulated body model is to give the inertial frame an artificial acceleration upward.  Since the inertial frame is the root node of the articulated body tree and it is fixed in world coordinates, this has the effect of applying a gravitational force to all of the bodies.

7. Contact Force

The oriented bounding box (OBB) method is an efficient way to compute collisions between objects (Lin, Manocha).  It returns information about the collision points between the polygons in the colliding polyhedra.  The spatial forces due to this contact must be calculated.  Springs and dampers have been used to model the linear force at a collision point P as a function of the depth of penetration x.  One spring function is f = - kd v – ks x,  where v is the velocity of x, kd is the damping constant and ks is the spring constant.  A nonlinear spring (Marhefka & Orin) is 

f = - kd xn v – ks xn .  Such methods require painful tweaking.  One problem is with the numerical integrator stepsize.  The first time step of a collision may be too large thus producing a huge restoring force.  The colliding body may fly away at high speed having gained energy in the collision.  The departing body can be tracked for a time after the collision using a “sticky” force to ensure that it loses energy.  We have experimented with variable springs that compute a running estimate of the “felt” inertia being resisted by the contact force and compute the force required to move the estimated mass back to the surface.  The most promising methods seem to be ones that add constraints to the system at the point of contact.  The direction of the contact force is computed from the surface normals and the velocity vector of the impacting body in such a way as to simulate friction by opposing velocity components orthogonal to the normal and also pushing in the direction of the normal.

8. Numerical Integration

The reduced coordinate method for forward dynamics computes the accelerations of the joint space parameters q.  The Euler integrator is given by
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This is certainly a very simple integrator.  Unfortunately, the Euler method is not well suited to dynamic system simulations due to the large magnitude of torques and forces that arise especially during collisions.  On the other hand, implicit methods, while well suited to stiff systems of ODEs, may require considerable computational cost. 

The explicit Runge-Kutta 5th order integrator with Fehlberg parameters is a robust adaptive step size integrator which computes several estimates for the next value of qi and uses these values to get an error estimate.  The step size is adjusted to bound this error.  See the excellent survey by Enright et al or Numerical Recipes in C.  

Reduced coordinate methods with no kinematic loops are not particularly troubled by integrator drift since the joints cannot drift apart due to this error.  In maximal coordinate methods joints can actually drift apart due to accumulated integrator error.  Springs can be used (rather expensively) to pull them together or the solution accelerations may be transformed back to joint space.  Kinematic loop systems can use soft damped springs to slowly force corrections to loop constraint drift.

Articulated Body Representation

With the above review of some of the basics, we can now describe articulated body systems and present the Brandl version of structural recursion for forward dynamics.
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Figure 1: Articulated joint coordinate frames

1. Joint Geometry

Figure 1 shows the geometry of a movable joint which connects two rigid body links of an articulated chain of links.  This link geometry forms the basis for the propagation of motion and forces from link to link.  Link i has a joint i which specifies the relative motion of link i with respect to link i-1.  Transform iCi-1 transforms spatial vectors from the coordinate frame of link i-1 to the coordinate frame of link i.   It is the product of the constant transform i’Ci-1  from framei-1 to the inner joint framei’ and the variable transform iCi’  from framei’ to the outer joint framei representing the variable joint position. i’Ci-1 may involve a general rotation R and translation c. iCi’ may comprise a joint translation zi resolved in frame i’ and a joint rotation A.  This joint geometry is due to Roberson.  The joint transformation iCi’ is general and thus can support up to 6 degree of freedom joints.   A revolute joint has just one rotational degree of freedom.  The transform iCi-1 transforms spatial vectors from the coordinate frame i-1 to frame i using: ipi-1 = iCi-1 i-1pi-1.  This transform applies to spatial vectors and has the property that when the joint variables qi are all zero, frame i is coincident with frame i’. 

Figure 2 gives A and z values for some useful joints as given by Roberson.  The constant values R and c depend on the particular skeletal geometry of an articulated body and are specified by the application.  It is advisable to specify R and c so that the joint itself takes the simplest form of a rotation about the z axis or a translation along the z axis in frame i’.  The joint parameters qi and the motion space mode vectors (, (, (c, and (c are also given. ( is a basis matrix which projects joint space into motion space. .  Also, unless indicated otherwise, ( = ( and (c = (c .  These will be discussed later.  

Note that for the spherical joint, 
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requires special computation since angular position cannot be specified unambiguously with 3 parameters and must be represented using a quaternion.  The angular velocity is used to compute the derivative of the quaternion which is then used to compute a derivative of the rotation matrix A which is then multiplied by A. For example, a revolute joint with scalar velocity
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 about the z  axis, yields a relative spatial velocity in motion space of
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Figure 2.  Joint Parameters from Roberson & Schwertassek

2. Structural Recursion

Spatial vectors may be propagated from link to link by recursively computing a value at a link from the value of it’s parent plus the effect of the joint.  Velocity vi-1 in frame i-1 propagates to frame i in a chain of nB bodies (i = 1,...,nB)  as follows 



 EMBED Equation.2  
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Thus, given the spatial velocity of the rigid body of link i-1, this equation may be used to compute the velocity of link i which adds the relative velocity due to the motion of joint i. qi is the joint position vector, qi = (z for a simple revolute joint.   To propagate spatial acceleration vectors from one link coordinate system to another we have.
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where ri = ci + zi, ( see figure 1) and ( is the spatial coriolis term (Roberson, Brandl).

3. Resultant Forces

Spatial force vectors may be represented in terms of the applied (input) joint space forces (i (ni x 1 vector, where ni is the number of degrees of freedom of joint i), and the constrained joint space forces 
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where c superscripts indicate constrained joint torques and joint subspaces, and ( (psi) forms a dual basis to ( (phi) as follows




Figure 2 gives ( (psi) and ( (phi) for various types of joints.  The columns of ( are the set of spanning vectors (or basis vectors) for the space.  

Spatial forces are transformed from frame i+1 to frame i by the transpose of the i+1Ci transform.  The resultant force on body i from all applied forces, constraint forces, and forces from successor links s(i) in the tree or chain, may be obtained from
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I is transformed from frame i+1 to i by


[image: image21.wmf]i

1

+

i

1

T

i

1

i

C

I

C

I

+

+

=

i

i


fEi is the resultant of all external forces acting on body i.  The set of loops L is empty for open chain structures having no loop constraints (see below).  ( includes external and velocity product forces.   si is the vector in frame i to the center of mass of body i.

4. Joint Limits

Joints are also given limits by adding joint forces/torques which limit the extent of motion of the joint.  If the joint angle exceeds its limit a counteracting torque is applied given by 
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 McKenna has suggested the following joint limits
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where


Parameter b provides joint damping and the exponential joint limit term L models the tendons and internal contacts that limit the motion of a joint where qmin and qmax are the lower and upper joint limits.

Dynamics Algorithms

With the above background we can now look at two algorithms, the first is the open chain algorithm for systems without loops which is quite simple and may be used to model creatures.  The second is much more complex and handles systems with closed loops.  Mechanisms typically have multiple loop constraints.

1. Open Chain Algorithm

Given a chain or tree of nB links (bodies) connected by joints and having no loops we wish to compute the joint space acceleration vector 
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.  This is known as the open chain solution for the joint acceleration as a function of the joint positions, motions, and applied torques.  This solution also incorporates external forces due to collisions.  Figure 3 is a simple tree of links.
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Figure 3: The numbered bodies and frames of a simple tree structured multibody system.

The predecessor function p(i) gives the number of the link that is the parent of link i in the tree (eg. p(3)=1).  Link 0 is called the reference body or inertial frame and has an acceleration of a0.  We use the following multibody algorithm of Brandl, Johanni, and Otter to compute the vector of joint accelerations 
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for i=1,2,...,nB


// forward velocity terms

    


endfor

for i = nB, nB-1,...,1


// backward inertias

    


    if p(i) != 0

        


        


 
       


 
       


endfor

for i = 1,2,...,nB


// forward accelerations

        


        


        


endfor
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 is the articulated body inertia of links i through nB which is the inertia that is “felt” at the coordinate system attached to link i when the joint actuator torques/forces ( for links i+1 to nB are set to zero.

The inputs to Brandl’s structurally recursive algorithm are the joint space joint positions qi, the associated velocities 
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, the applied joint torques ( , and the external forces (in ().  The algorithm has three main recursive traversals (shown here as for loops).  The first pass visits the bodies in increasing order computing velocity dependent parameters.  The second pass visits the bodies in decreasing order ie. from the tips to the root computing “felt” inertias and resultant forces.  The third pass visits the bodies in increasing order from the root to the tips computing the joint space accelerations.

This algorithm computes the joint space acceleration vector 
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, the motion space accelerations of the bodies, and the forces in the constrained directions.  We now need a solution for structures that contain kinematic loops.

2. Systems with Loops

The articulated body in figure 3 can be handled by the previous algorithm. The articulated body of figure 5 contains a kinematic loop.  The following algorithm by Brandl will solve such systems.  A system with loops must be reduced to its spanning tree by identifying a set of joints which break any loops.  These joints are called loops or “secondary joints”.  Figure 4 shows the geometry of a secondary joint.  The body of such a joint is actually some other body in the structure with which the joint forms a kinematic loop.
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Figure 4.  Secondary joint structure.

To compute the accelerations of the bodies given the positions, velocities, and forces of the joints, we first separate the joints into two groups, namely primary and secondary joints.  The secondary joints comprise the minimum set of joints whose removal eliminates all loops.  For figure 5, joint 4 could be the single required secondary joint.  A loop is associated with, and given the number of its secondary joint.  The root of a loop is the body in the loop which has the smallest number.  Loop 4 has root body 0 and contains bodies 0, 1, 2, and 3.  Two loops are called connected if they have a common joint.  Each body in the system must contain a list of loops which contains  1) all loops having this body as root (type LR), 2) all loops not in LR which include this body (type LB), and 3) all loops not in LR connected to loops in LR (type LJ).  

 


Figure 5. Articulated body with loop.  A simple steam engine is on a base body B0.  Revolute joint 1 turns flywheel B1.  Revolute joint 2 affects connecting rod B2, revolute joint 3 connects piston rod B3.  Prismatic joint 4 acts on cylinder fixed to base thus connecting the loop.  A periodic force applied to joint 4 should keep the flywheel turning by building up inertia.

The constraint equations imposed by a secondary joint are (Brandl 87)
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where k is a secondary joint which connects body p1(k) to body p2(k).  The algorithm of Brandl et. al. is given below for the solution of systems such as that shown in figure 5.

input: 


// link and joint parameters

output: 



// accelerations & constraint forces

initialize: 


for i = 1 to

 step 1 do
// Forward kinematics recursion

    





// v [6,1], C [6,6], I [6,6] 




// ( [6,1], ( [6,1]

end

for all k: k ( L do

// secondary joint constraints





// psi (c [6,6-nk], (rel in (k1



// X [6, 6-nk]







// zeta ( [6-nk,1]


(for restoring wrench, init all (ck )

end

for i = 

to 1 step -1 do
// Backward dynamics recursion

    if body i is a root body then do

        


        // k,...,l ( LR(i) are constraints (Loops) with Root body i.

        // Note: Xik = 0 if i ( p1(k) and i ( p2(k); Xik [6,6-nk]

        // Bij [6-ni,6-nj];  ( [1,6-nk]

        


        



// ( [6,1]

        for all m: m ( LJ*(i) do

// eliminate constraints

            // LJ*(i) = loops ( LR(i) connected to loops ( LR(i)

            


            


        end for

    end if

    


// H [ni,ni],  N [6,6], (H( [6,6]

    


// ( [6,1]

    



// don’t do if p(i)=0

    



// don’t do if p(i)=0

    for all k: k ( LB(i) do

// eliminate bodies

        // LB(i) = Loops containing Body i, with i not the root.

        





// ( [6-nk,1], (T() [ni,1]

        


    endfor

    for all k,m: k,m ( LB(i) do

        


// ( [6,ni], H [ni,ni]



// Bkm [6-nk,6-nm], Xim [6,6-nm], (H(T [6,6]

    endfor

endfor

for i = 0 to

 do

// Forward acceleration recursion

    // don’t do next three equations for i = 0

   


    


    


    if body i is a root body then

        //  

  k...l ( LR(i)

        


    endif

endfor

Since the constraints imposed by secondary joints are often linearly dependent with the primary joint constraints, the matrix Bi* may be singular.  Brandl does not address this but clearly most highly constrained mechanisms will yield a singular Bi* matrix.  Singular value decomposition is used to obtain the inverse.  First SVD is used to obtain Bi* = [U][W][V]T where U and V are orthogonal and W is diagonal.  The inverse Bi*-1 = V [diag(1/wj)] UT.  For w values near zero 1/w is set to zero since these represent equations with no effect.  See Numerical Recipes for more details of SVD.

3. Integrator drift

As mentioned previously, integrator error can accumulate causing “integrator drift” in the bodies.  In reduced coordinate methods the joints themselves cannot drift apart but the loop constraints assume a perfect integrator.  The loop constraints can then drift.  In our steam engine example the pin that constrains the rocker arm to the base slowly moves.
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David Orin suggested that to correct for the drift we can compute the velocity, and position/orientation errors at loop joints.  We compute the values from both predecessor chains connected to the loop joint and find their difference.  This error is then projected onto the constrained directions of the joint.
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A small restoring wrench to counteract the drift is computed as a spring and damper on the position and velocity errors.  The spring constants are diagonal gain matrices.

4. Performance

General collision detection may be unnecessary.  Collisions with the ground can be done by testing an x,y location against an elevation map or by casting an intersection line downward.  Game logic may make it feasible to have limited sets of colliders and collidees (Bishop) so that only a few intersection tests need be performed.

The transforms of spatial vectors by C should not be done as a 6x6 times 6x1 transform, but as several 3x3 times 3x1 transforms.

It is important that all intermediate or scratch matrices be pre allocated in an area of contiguous memory so that cache behavior on matrix operations is improved.

It would be interesting to explore the observation that, in the backward recursion, the H, H-1, I*, and N matrices may not change rapidly and therefore may not need to be computed every time step.  This is currently one of the items on our list of approximation techniques that have the potential to significantly reduce the computation required.

Toolkit Interface

The Intel Scene Manager (ISM) is an object oriented runtime scene manager.  The ISM toolkit provides an interface for the construction and simulation of articulated body mechanisms.  This includes a linear algebra package, an OBB collision detection system, and extensions of the TransformGroup object for representing rigid body links.

5. Linear Algebra Package

Most of the dynamics computational work is done by our general matrix library called GMatrix.  We are working to optimize this code to use parallel floating point units.  The following basic set of functions are provided.  Notice that transpose flags on multiply allow most transposes to be free.  Memory allocation on resize is not done unless necessary.  Attention is paid to memory locality during dynamics calculations.

class ISMGMatrix {


public:



ISMGMatrix();



ISMGMatrix( int rows, int cols);



~ISMGMatrix();



void Resize( int nr, int nc);
// resize the matrix



void Zero();



void Negate();



void Identity();



void IdentityMinus();



int  Invert();



void LUDecomposition( ISMGMatrix &indx, ISMGMatrix &temp, float &d);



void LUBackSubstitution( ISMGMatrix const &indx, ISMGMatrix &b) const;



int  SVDecomposition( ISMGMatrix &W, ISMGMatrix &V, ISMGMatrix &tmp);



void SVDBackSubstitution( ISMGMatrix const &U, ISMGMatrix const &W, 





ISMGMatrix const &V, ISMGMatrix const &b, ISMGMatrix &tmp);



void SVDInvert( ISMGMatrix const &U, ISMGMatrix const &W, ISMGMatrix &V);



void Jacobi( ISMGMatrix &eigval, ISMGMatrix &eigvec, int &nrot);



void Copy( ISMGMatrix const &GM, int r0, int c0,int nr,int nc,int r1, int c1);



void Copy( ISMTensor const &T, int r0, int c0,int nr,int nc, int r1, int c1);



void Copy( ISMSpatialVector const &SV);



void Mult( ISMGMatrix const &A, ISMGMatrix const &B, int Atranspose, 

int Btranspose);



void Transform( ISMSpatialVector const &A,ISMSpatialVector &B, int transpose);



void Add( ISMGMatrix const &GM);



void Add( ISMSpatialVector const &SV);



void Sub( ISMGMatrix const &GM);



void Scale( double scale);



const ISMGMatrix& operator=(const ISMGMatrix& m);



int nrow, ncol, rsize, msize;



ISMDOUBLE **mat;

// access only as mat[i][j]


protected:



void SVDBiDiag( ISMGMatrix &w, ISMGMatrix &rv1, double &anorm);



void SVDInitialWV( ISMGMatrix &w, ISMGMatrix &v, ISMGMatrix &rv1); 



double Pythag( double a, double b);

};

6. Body Object

The Body object is extended from the TransformGroup object as follows.  The children of the node represent the geometric shape of the body and the successor links in the articulated body tree structure.  A body contains rigid body parameters for link i and the joint information connecting link p(i) to link i.

7. BaseBody Object

A BaseBody is the root body of the articulated body structure and is used to store the matrices needed for intermediate storage during the computation.  This is intended to improve the cache performance.

8. Loop Object

A loop body is a body whose joint is a secondary joint and whose body is in the spanning tree.

9. Execution

The application initializes the bodies and attaches the BaseBody root into the scene.  On a frame update event the collision detection and contact force calculations are used to set the external forces on the appropriate bodies. The BaseBody of the dynamic object is instructed to execute the dynamics for time t.  The forward dynamics algorithm is executed as many times as needed by the integrator subject to application limits.  The integrator outputs are used to compute the A and z values which are used to set the transforms for the shape objects.  Then the scene is rendered.

ISM supports multithreading which allows separate threads to perform the behaviors, collisions, culling, and the rendering.  On a 2 processor system the steam engine model gets over 95% of both processors.  One processor is primarily doing the dynamics and the other feeds the graphics accelerator.  A separate thread handles the spatial sounds which are synchronized with the moving parts of the dynamic model.

10. Behavior Culling

The application is responsible for posting events that may be used to stop the simulation when the viewer is not close to or cannot see the model.  One way to do this is to stop time and then resume time when the model enters the viewing or activation region.  This requires maintaining separate times for each model.  At times it is appropriate to simply restart the dynamics.  It is not usually feasible for the integrator to “catch up” to the current time.

It might be interesting to try various behavioral level of detail techniques where the model switches from full dynamics, to partial dynamics where body parts are merged into single bodies, to motion capture kinematics plus gravity, as the model gets farther from the viewer.

11. Runtime Structural Change

Since we can attach and detach the children of a Body object and can preserve the velocity, it is possible to detach a body in the midst of dynamic motion and give it a BaseBody and 6 DOF joint to the inertial frame.  The body will then fly off on some trajectory.  This provides one way to handle breaking a model.

Conclusion

This paper has presented the necessary background and algorithms to integrate the structurally recursive forward dynamics algorithm into an object oriented scene manager.  We presented the Brandl algorithms for systems with and without kinematic loops and discussed some of the practical issues of collision forces, integral properties, and numerical integration.
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The following figures show some examples of dynamic models. 
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Figure 6. A physical model of a steam engine toy (Levy).  The dynamics include three kinematic loops which constrain the rocker arm, the valve cylinder, and the piston cylinder to the base.  This results in a 15x15 constraint matrix to be inverted using SVD.

Figure 7. An interactive program called “mechanic” is used to convert a static object into a dynamic one.  The frame object in grey and red can be positioned, scaled and rotated to specify the joint frame of a body.  Successor bodies are attached to their predecessors, and the integral properties are automatically computed.  Save and load the dynamics from disk is supported.  Dynamics can be turned on and off.
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